**Experiment no. 7**

**Name: Sonali Dattatray Kaingade**

**PRN: 21620002**

**Title:** Find frequent itemset from given transaction data.

**Code:**

#include <bits/stdc++.h>

#include <map>

using namespace std;

double minfre;                 // Minimum frequency for itemsets to be considered frequent.

vector<set<string>> datatable; // A vector to store transaction data.

set<string> products;          // Set to store unique products/items in the transactions.

map<string, int> freq;         // A map to store the frequency of each product/item.

// Function to split a string into words based on alphanumeric characters.

vector<string> wordsof(string str)

{

    vector<string> tmpset;

    string tmp = "";

    int i = 0;

    while (str[i])

    {

        if (isalnum(str[i]))

            tmp += str[i];

        else

        {

            if (tmp.size() > 0)

                tmpset.push\_back(tmp);

            tmp = "";

        }

        i++;

    }

    if (tmp.size() > 0)

        tmpset.push\_back(tmp);

    return tmpset;

}

// Function to combine elements in a vector into a string, excluding the one at 'miss' index.

string combine(vector<string> &arr, int miss)

{

    string str;

    for (int i = 0; i < arr.size(); i++)

        if (i != miss)

            str += arr[i] + " ";

    str = str.substr(0, str.size() - 1);

    return str;

}

// Function to clone a set and return a copy.

set<string> cloneit(set<string> &arr)

{

    set<string> dup;

    for (set<string>::iterator it = arr.begin(); it != arr.end(); it++)

        dup.insert(\*it);

    return dup;

}

// Function to generate frequent itemsets of size k based on candidate itemsets of size k-1.

set<string> apriori\_gen(set<string> &sets, int k)

{

    set<string> set2;

    for (set<string>::iterator it1 = sets.begin(); it1 != sets.end(); it1++)

    {

        set<string>::iterator it2 = it1;

        it2++;

        for (; it2 != sets.end(); it2++)

        {

            vector<string> v1 = wordsof(\*it1);

            vector<string> v2 = wordsof(\*it2);

            // mergig v1 and v2 like lattice i.e permutations and combinations type

            bool alleq = true;

            for (int i = 0; i < k - 1 && alleq; i++)

                if (v1[i] != v2[i])

                    alleq = false;

            v1.push\_back(v2[k - 1]);

            if (v1[v1.size() - 1] < v1[v1.size() - 2])

                swap(v1[v1.size() - 1], v1[v1.size() - 2]);

            for (int i = 0; i < v1.size() && alleq; i++)

            {

                string tmp = combine(v1, i);

                if (sets.find(tmp) == sets.end())

                    alleq = false;

            }

            if (alleq)

                set2.insert(combine(v1, -1));

        }

    }

    return set2;

}

int main()

{

    ifstream fin("item\_set\_input.csv", ios::in); // Open the input file for reading.

    if (!fin.is\_open())

    {

        perror("Error in opening file : "); // Print an error message if the file cannot be opened.

    }

    cout << "Enter min Frequency  :";

    cin >> minfre; // Read the minimum frequency from the user.

    string str;

    while (!fin.eof())

    {

        getline(fin, str);

        vector<string> arr = wordsof(str);

        set<string> tmpset;

        for (int i = 0; i < arr.size(); i++)

            tmpset.insert(arr[i]);

        datatable.push\_back(tmpset); // Store the transaction data in the 'datatable' vector.

        for (set<string>::iterator it = tmpset.begin(); it != tmpset.end(); it++)

        {

            products.insert(\*it); // Store unique products in the 'products' set.

            freq[\*it]++;          // Increment the frequency of each product in the 'freq' map.

        }

    }

    fin.close(); // Close the input file.

    cout << "No of transactions: " << datatable.size() << endl;

    // minfre = minfre \* datatable.size() / 100; // Calculate the minimum frequency threshold.

    cout << "Min frequency:" << minfre << endl;

    queue<set<string>::iterator> q;

    for (set<string>::iterator it = products.begin(); it != products.end(); it++)

        if (freq[\*it] < minfre)

            q.push(it);

    while (q.size() > 0)

    {

        products.erase(\*q.front()); // Remove infrequent products from the 'products' set.

        q.pop();

    }

    int pass = 1;

    cout << "\nFrequent " << pass++ << " -item set : \n";

    for (set<string>::iterator it = products.begin(); it != products.end(); it++)

        cout << "{" << \*it << "} " << freq[\*it] << endl; // Display frequent 1-itemsets.

    int i = 2;

    set<string> prev = cloneit(products);

    while (i)

    {

        set<string> cur = apriori\_gen(prev, i - 1); // Generate candidate itemsets of size 'i'.

        if (cur.size() < 1)

        {

            break;

        }

        for (set<string>::iterator it = cur.begin(); it != cur.end(); it++)

        {

            vector<string> arr = wordsof(\*it);

            int tot = 0;

            for (int j = 0; j < datatable.size(); j++)

            {

                bool pres = true;

                for (int k = 0; k < arr.size() && pres; k++)

                    if (datatable[j].find(arr[k]) == datatable[j].end())

                        pres = false;

                if (pres)

                    tot++;

            }

            if (tot >= minfre)

                freq[\*it] += tot;

            else

                q.push(it);

        }

        while (q.size() > 0)

        {

            cur.erase(\*q.front());

            q.pop();

        }

        bool flag = true;

        for (set<string>::iterator it = cur.begin(); it != cur.end(); it++)

        {

            vector<string> arr = wordsof(\*it);

            if (freq[\*it] < minfre)

                flag = false;

        }

        if (cur.size() == 0)

            break;

        cout << "\n\nFrequent " << pass++ << " -item set : \n";

        for (set<string>::iterator it = cur.begin(); it != cur.end(); it++)

            cout << "{" << \*it << "} " << freq[\*it] << endl; // Display frequent k-itemsets.

        prev = cloneit(cur);

        i++;

    }

    ofstream fw("item\_set\_output.csv", ios::out); // Open an output file for writing.

    for (auto it = prev.begin(); it != prev.end(); it++)

    {

        fw << "{" << \*it << "}" << endl; // Write frequent itemsets to the output file.

    }

    return 1;

}

**Result:**

**Input:**

![](data:image/png;base64,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)

**Output:**
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**Frequent-itemsets are:**
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